**EXERCISE - 2**

**AIM :** To implement Bresenham's circle-drawing algorithm in C to draw a circle on a graphical interface.**.**

**Procedure (Using Bresenham’s Algorithm)**

1. Input the radius and center coordinates (xc,yc).
2. Initialize parameters:
   * Start from the point (0,r)on the circle.
   * Compute the initial decision parameter:  
     p=3−2r.
3. Plot initial points:
   * Using symmetry, plot points in all 8 octants of the circle based on (x,y).
4. Update decision parameter:
   * If p<0, the next point is (x+1,y). Update p as:  
     p=p+4x+6
   * Otherwise, the next point is (x+1,y−1). Update p as:  
     p=p+4(x−y)+10.
5. Repeat until x≥y:
   * Continue plotting points in all octants.

**SAMPLE CODE:**

#include <stdio.h>

#include <graphics.h>

void plotCirclePoints(int xc, int yc, int x, int y) {

putpixel(xc + x, yc + y, WHITE); // Octant 1

putpixel(xc - x, yc + y, WHITE); // Octant 2

putpixel(xc + x, yc - y, WHITE); // Octant 3

putpixel(xc - x, yc - y, WHITE); // Octant 4

putpixel(xc + y, yc + x, WHITE); // Octant 5

putpixel(xc - y, yc + x, WHITE); // Octant 6

putpixel(xc + y, yc - x, WHITE); // Octant 7

putpixel(xc - y, yc - x, WHITE); // Octant 8

}

void bresenhamCircle(int xc, int yc, int r) {

int x = 0, y = r;

int p = 3 - 2 \* r; // Initial decision parameter

plotCirclePoints(xc, yc, x, y);

while (x <= y) {

x++;

if (p < 0) {

p = p + 4 \* x + 6; // Mid-point inside or on the perimeter

} else {

y--;

p = p + 4 \* (x - y) + 10; // Mid-point outside the perimeter

}

plotCirclePoints(xc, yc, x, y);

}

}

int main() {

int gd = DETECT, gm;

int xc, yc, r;

// Initialize graphics mode

initgraph(&gd, &gm, "C:\\TURBOC3\\BGI");

// Input center and radius

printf("Enter the center of the circle (xc, yc): ");

scanf("%d %d", &xc, &yc);

printf("Enter the radius of the circle: ");

scanf("%d", &r);

// Draw the circle

bresenhamCircle(xc, yc, r);

// Wait for user input and close the graphics window

getch();

closegraph();

return 0;

}

**OUTPUT**

**![](data:image/png;base64,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)**